Chapter 14

Capstone Project

**Example Project Code**

Here’s a fully functional to-do list app using **HTML, CSS, and JavaScript**:

**HTML (Structure)**

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>To-Do List App</title>

<link rel="stylesheet" href="styles.css">

</head>

<body>

<div class="container">

<h1>To-Do List</h1>

<div class="input-container">

<input type="text" id="taskInput" placeholder="Enter a task">

<button id="addTaskBtn">Add Task</button>

</div>

<ul id="taskList"></ul>

</div>

<script src="script.js"></script>

</body>

</html>

**CSS (Styling)**

body {

font-family: Arial, sans-serif;

background-color: #f4f4f4;

text-align: center;

}

.container {

width: 50%;

margin: 50px auto;

background: white;

padding: 20px;

border-radius: 10px;

box-shadow: 0px 0px 10px #ccc;

}

.input-container {

display: flex;

justify-content: center;

gap: 10px;

}

input {

padding: 10px;

width: 70%;

border: 1px solid #ccc;

border-radius: 5px;

}

button {

padding: 10px;

background: #28a745;

color: white;

border: none;

cursor: pointer;

border-radius: 5px;

}

button:hover {

background: #218838;

}

ul {

list-style: none;

padding: 0;

}

li {

display: flex;

justify-content: space-between;

align-items: center;

background: #f9f9f9;

padding: 10px;

margin: 5px 0;

border-radius: 5px;

}

.completed {

text-decoration: line-through;

color: gray;

}

**JavaScript (Logic)**

// Select elements

const taskInput = document.getElementById("taskInput");

const addTaskBtn = document.getElementById("addTaskBtn");

const taskList = document.getElementById("taskList");

// Load tasks from local storage

document.addEventListener("DOMContentLoaded", loadTasks);

addTaskBtn.addEventListener("click", addTask);

function addTask() {

const taskText = taskInput.value.trim();

if (taskText === "") return alert("Please enter a task!");

const li = document.createElement("li");

li.innerHTML = `

<span>${taskText}</span>

<div>

<button class="complete-btn">✔</button>

<button class="delete-btn">✖</button>

</div>

`;

taskList.appendChild(li);

saveTasks();

// Event listeners for buttons

li.querySelector(".complete-btn").addEventListener("click", completeTask);

li.querySelector(".delete-btn").addEventListener("click", deleteTask);

taskInput.value = "";

}

function completeTask(event) {

event.target.parentElement.parentElement.classList.toggle("completed");

saveTasks();

}

function deleteTask(event) {

event.target.parentElement.parentElement.remove();

saveTasks();

}

// Save tasks to local storage

function saveTasks() {

const tasks = [];

document.querySelectorAll("#taskList li").forEach(li => {

tasks.push({

text: li.querySelector("span").innerText,

completed: li.classList.contains("completed")

});

});

localStorage.setItem("tasks", JSON.stringify(tasks));

}

// Load tasks from local storage

function loadTasks() {

const tasks = JSON.parse(localStorage.getItem("tasks")) || [];

tasks.forEach(task => {

const li = document.createElement("li");

li.innerHTML = `

<span>${task.text}</span>

<div>

<button class="complete-btn">✔</button>

<button class="delete-btn">✖</button>

</div>

`;

if (task.completed) li.classList.add("completed");

taskList.appendChild(li);

li.querySelector(".complete-btn").addEventListener("click", completeTask);

li.querySelector(".delete-btn").addEventListener("click", deleteTask);

});

}

**Project Structure**

File Organization

to-do-app/

│── index.html # Main HTML file (UI structure)

│── styles.css # CSS file (Styling)

│── script.js # JavaScript file (Logic & Functionality)

│── assets/ # (Optional) Images, icons, fonts

│── README.md # Documentation

**Code Structure (script.js)**

// Model: Handles data

const TaskModel = {

tasks: JSON.parse(localStorage.getItem("tasks")) || [],

addTask(taskText) { ... },

deleteTask(index) { ... },

toggleComplete(index) { ... },

saveTasks() { ... }

};

// View: Updates UI

const TaskView = {

renderTasks() { ... }

};

// Controller: Handles user actions

const TaskController = {

init() { ... },

handleAddTask() { ... },

handleDeleteTask(index) { ... },

handleToggleComplete(index) { ... }

};

// Initialize App

TaskController.init();

**Setting Up the Project**

To get started, set up a React project using Vite for better performance.

npx create-vite@latest my-app --template react

cd my-app

npm install

npm run dev

**Create Core UI Components**

Example: components/Navbar.jsx

import { Link } from "react-router-dom";

const Navbar = () => {

return (

<nav className="p-4 bg-blue-600 text-white flex justify-between">

<h1 className="text-xl font-bold">My App</h1>

<ul className="flex space-x-4">

<li><Link to="/">Home</Link></li>

<li><Link to="/dashboard">Dashboard</Link></li>

</ul>

</nav>

);

};

export default Navbar;

**Handle State Management**

Example: hooks/useAuth.js

import { useState } from "react";

export const useAuth = () => {

const [user, setUser] = useState(null);

const login = (username) => setUser({ name: username });

const logout = () => setUser(null);

return { user, login, logout };

};

**API Integration**

Use fetch or Axios for API calls.

Example: Fetching data from an API

import { useEffect, useState } from "react";

import axios from "axios";

const Dashboard = () => {

const [data, setData] = useState([]);

useEffect(() => {

axios.get("https://api.example.com/data")

.then((response) => setData(response.data))

.catch((error) => console.error("Error fetching data:", error));

}, []);

return (

<div>

<h2>Dashboard</h2>

<ul>

{data.map((item) => (

<li key={item.id}>{item.name}</li>

))}

</ul>

</div>

);

};

export default Dashboard;

**Add Routing**

Use React Router for navigation.

Install it:

npm install react-router-dom

Setup App.jsx

import { BrowserRouter as Router, Routes, Route } from "react-router-dom";

import Navbar from "./components/Navbar";

import Dashboard from "./pages/Dashboard";

import Home from "./pages/Home";

function App() {

return (

<Router>

<Navbar />

<Routes>

<Route path="/" element={<Home />} />

<Route path="/dashboard" element={<Dashboard />} />

</Routes>

</Router>

);

}

export default App;

Example: Lazy Loading

import { lazy, Suspense } from "react";

const Dashboard = lazy(() => import("./pages/Dashboard"));

<Suspense fallback={<div>Loading...</div>}>

<Dashboard />

</Suspense>

**Deployment**

Example Deployment on Vercel:

npm install -g vercel

vercel

**Basic Fetch Request**

fetch("https://jsonplaceholder.typicode.com/posts/1")

.then(response => response.json()) // Convert response to JSON

.then(data => console.log(data)) // Handle data

.catch(error => console.error("Error fetching data:", error)); // Handle errors

**Fetching Data with Async/Await**

async function fetchPost() {

try {

const response = await fetch("https://jsonplaceholder.typicode.com/posts/1");

const data = await response.json();

console.log(data);

} catch (error) {

console.error("Error fetching data:", error);

}

}

fetchPost();

**Making a POST Request**

async function createPost() {

const postData = {

title: "My New Post",

body: "This is the content of my post.",

userId: 1

};

try {

const response = await fetch("https://jsonplaceholder.typicode.com/posts", {

method: "POST",

headers: { "Content-Type": "application/json" },

body: JSON.stringify(postData)

});

const result = await response.json();

console.log("Post created:", result);

} catch (error) {

console.error("Error creating post:", error);

}

}

createPost();

**Making a PUT Request (Update)**

async function updatePost(postId) {

const updatedData = {

title: "Updated Title",

body: "Updated content.",

};

try {

const response = await fetch(`https://jsonplaceholder.typicode.com/posts/${postId}`, {

method: "PUT",

headers: { "Content-Type": "application/json" },

body: JSON.stringify(updatedData)

});

const result = await response.json();

console.log("Post updated:", result);

} catch (error) {

console.error("Error updating post:", error);

}

}

updatePost(1);

**Making a DELETE Request**

async function deletePost(postId) {

try {

const response = await fetch(`https://jsonplaceholder.typicode.com/posts/${postId}`, {

method: "DELETE"

});

if (response.ok) {

console.log("Post deleted successfully.");

}

} catch (error) {

console.error("Error deleting post:", error);

}

}

deletePost(1);

**Example of Error Handling**

async function fetchData() {

try {

const response = await fetch("https://jsonplaceholder.typicode.com/invalid-url");

if (!response.ok) {

throw new Error(`HTTP Error! Status: ${response.status}`);

}

const data = await response.json();

console.log(data);

} catch (error) {

console.error("Error fetching data:", error);

}

}

fetchData();

**API Integration in a Web Application**

**async\_index.html**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Currency Converter</title>

    <link rel="stylesheet" href="async\_style.css">

</head>

<body>

    <h2>Real-Time Currency Converter</h2>

    <div class="container">

        <input type="number" id="amount" placeholder="Enter amount" />

        <select id="fromCurrency">

            <option value="USD">USD - US Dollar</option>

            <option value="EUR">EUR - Euro</option>

            <option value="GBP">GBP - British Pound</option>

            <option value="INR">INR - Indian Rupee</option>

            <option value="JPY">JPY - Japanese Yen</option>

        </select>

        <select id="toCurrency">

            <option value="USD">USD - US Dollar</option>

            <option value="EUR">EUR - Euro</option>

            <option value="GBP">GBP - British Pound</option>

            <option value="INR">INR - Indian Rupee</option>

            <option value="JPY">JPY - Japanese Yen</option>

        </select>

        <button onclick="convertCurrency()">Convert</button>

        <p id="result"></p>

    </div>

    <script src="async\_script.js"></script>

</body>

</html>

**async\_script.js**

async function convertCurrency() {

    const amount = document.getElementById("amount").value;

    const fromCurrency = document.getElementById("fromCurrency").value;

    const toCurrency = document.getElementById("toCurrency").value;

    if (amount === "" || amount <= 0) {

        alert("Please enter a valid amount.");

        return;

    }

    const API\_KEY = "08ab5b200cd7c946e1d73645";  // Replace with your API key

 const API\_URL =

`https://v6.exchangerateapi.com/v6/${API\_KEY}/latest/${fromCurrency}`;

    try {

        const response = await fetch(API\_URL);

        if (!response.ok) {

            throw new Error(`Error fetching exchange rates: ${response.status}`);

        }

        const data = await response.json();

        const exchangeRate = data.conversion\_rates[toCurrency];

        const convertedAmount = (amount \* exchangeRate).toFixed(2);

        document.getElementById("result").innerHTML =

            `${amount} ${fromCurrency} = <strong>${convertedAmount} ${toCurrency}</strong>`;

    } catch (error) {

 document.getElementById("result").innerHTML = `<p style="color:red;">${error.message}</p>`;

    }

}

**async\_style.css**

body { font-family: Arial, sans-serif; text-align: center; margin: 20px; }

.container { max-width: 400px; margin: auto; padding: 20px; border: 1px solid #ccc; }

input, select, button { width: 100%; padding: 10px; margin: 5px 0; }

button { cursor: pointer; background-color: #007bff; color: white; border: none; }

#result { margin-top: 20px; font-size: 18px; }

**Setting Up React.js**

**Option 1: Using React CDN (For Small Projects)**

Add this inside an index.html file:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>React App</title>

<script src="https://unpkg.com/react@18/umd/react.development.js"></script>

<script src="https://unpkg.com/react-dom@18/umd/react-dom.development.js"></script>

<script src="https://unpkg.com/babel-standalone@6/babel.min.js"></script>

</head>

<body>

<div id="root"></div>

<script type="text/babel">

function App() {

return <h1>Hello, React!</h1>;

}

ReactDOM.createRoot(document.getElementById("root")).render(<App />);

</script>

</body>

</html>

**Option 2: Using Create-React-App (Recommended)**

npx create-react-app my-app

cd my-app

npm start

* This sets up a **React project with Webpack, Babel, and development tools**.
* Open **http://localhost:3000/** in the browser.

**Setting Up Vue.js**

**Option 1: Using Vue CDN (For Quick Use)**

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Vue App</title>

<script src="https://cdn.jsdelivr.net/npm/vue@3/dist/vue.global.js"></script>

</head>

<body>

<div id="app">{{ message }}</div>

<script>

const app = Vue.createApp({

data() {

return { message: "Hello, Vue!" };

}

}).mount("#app");

</script>

</body>

</html>

**Option 2: Using Vue CLI (Recommended)**

npm install -g @vue/cli

vue create my-vue-app

cd my-vue-app

npm run serve

Open **http://localhost:8080/** in the browser.

**Setting Up Angular**

**Option 1: Using Angular CDN (Not Recommended)**

Angular is a **full-fledged framework** and does not work well with CDNs.

**Option 2: Using Angular CLI (Recommended)**

npm install -g @angular/cli

ng new my-angular-app

cd my-angular-app

ng serve

Open **http://localhost:4200/** in the browser.

**Setting Up Svelte**

**Option 1: Using Svelte via CDN (For Small Projects)**

Svelte does not have a CDN method. It **compiles to vanilla JavaScript**, so using the **official SvelteKit** setup is recommended.

**Option 2: Using SvelteKit (Recommended)**

npm create svelte@latest my-svelte-app

cd my-svelte-app

npm install

npm run dev

Open **http://localhost:5173/** in the browser.

**Building a Sample App in Each Framework**

Let’s build a **simple counter application** in **React, Vue, Angular, and Svelte**.

**Counter App in React**

import { useState } from "react";

function App() {

const [count, setCount] = useState(0);

return (

<div>

<h1>Counter: {count}</h1>

<button onClick={() => setCount(count + 1)}>Increase</button>

</div>

);

}

export default App;

**Counter App in Vue**

<template>

<div>

<h1>Counter: {{ count }}</h1>

<button @click="count++">Increase</button>

</div>

</template>

<script>

export default {

data() {

return { count: 0 };

}

};

</script>

**Counter App in Angular**

import { Component } from "@angular/core";

@Component({

selector: "app-root",

template: `

<h1>Counter: {{ count }}</h1>

<button (click)="increase()">Increase</button>

`,

})

export class AppComponent {

count = 0;

increase() {

this.count++;

}

}

**Counter App in Svelte**

<script>

let count = 0;

</script>

<h1>Counter: {count}</h1>

<button on:click={() => count++}>Increase</button>

Project Structure:
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***Figure 14.7:*** *Project Structure-MongoDB*

**Create folder views inside registration-form**

**Create file index.html inside views folder and paste the following code:**

<!DOCTYPE html>

<html lang="en">

<head>

  <meta charset="UTF-8">

  <meta name="viewport" content="width=device-width, initial-scale=1.0">

  <title>Registration Form</title>

  <style>

    body {

      font-family: Arial, sans-serif;

    }

    .container {

      width: 300px;

      margin: 50px auto;

    }

    input {

      display: block;

      width: 100%;

      padding: 10px;

      margin-bottom: 10px;

    }

    button {

      padding: 10px;

      background-color: blue;

      color: white;

      border: none;

      cursor: pointer;

    }

  </style>

</head>

<body>

<div class="container">

  <h2>Register</h2>

  <form action="/register" method="POST">

    <input type="text" name="name" id="name" placeholder="Name" required>

    <input type="email" name="email" id="email" placeholder="Email" required>

    <input type="password" name="password" id="password" placeholder="Password" required>

    <button type="submit">Register</button>

  </form>

  <h2>Update User</h2>

  <form action="/update" method="POST">

    <input type="email" name="email" placeholder="Enter email to update" required>

    <input type="text" name="newName" placeholder="New Name" required>

    <input type="password" name="newPassword" placeholder="New Password" required>

    <button type="submit">Update</button>

  </form>

  <h2>Delete User</h2>

  <form action="/delete" method="POST">

    <input type="email" name="email" placeholder="Enter email to delete" required>

    <button type="submit">Delete</button>

  </form>

  <h2>All Users</h2>

  <a href="/users" target="\_blank">View all users</a>

</div>

</body>

</html>

**Create a file named app.js to handle the backend logic. Here is an example backend that connects to MongoDB and performs CRUD operations:   
Paste the following code**

const express = require('express');

const { MongoClient } = require('mongodb');

const path = require('path');

const app = express();

const port = 3000;

// Middleware to parse JSON bodies

app.use(express.json());

// Middleware to parse JSON and URL-encoded form data

app.use(express.urlencoded({ extended: true }));  // For form-urlencoded bodies

// Serve static HTML files

app.use(express.static(path.join(\_\_dirname, 'views')));

// MongoDB connection URI

const uri = "mongodb://localhost:27017"; // Replace with your MongoDB URI

const client = new MongoClient(uri);

// Serve the index.html on the root route

app.get('/', (req, res) => {

  res.sendFile(path.join(\_\_dirname, 'views', 'index.html'));

});

// POST endpoint to register a user

app.post('/register', async (req, res) => {

  const user = {

    name: req.body.name,

    email: req.body.email,

    password: req.body.password

  };

  console.log('Received user data:', user);

   try {

    await client.connect(); // Connect to MongoDB

    const database = client.db('testdb'); // Replace with your database name

 const usersCollection = database.collection('users'); // Replace with your collection name

    const result = await usersCollection.insertOne(user); // Insert the user

    res.status(201).send(`User registered successfully: ${result.insertedId}`);

  } catch (err) {

    console.error("Error registering user:", err);

    res.status(500).send('Error registering user');

  } finally {

    await client.close(); // Close the MongoDB connection

  }

});

// READ: Get all registered users

app.get('/users', async (req, res) => {

    try {

      await client.connect();

      const database = client.db('testdb'); // Replace with your database name

      const usersCollection = database.collection('users');

      const users = await usersCollection.find().toArray();

      res.json(users);

    } catch (err) {

      console.error('Error fetching users:', err);

      res.status(500).send('Error fetching users');

    }finally {

      await client.close(); // Close the MongoDB connection

    }

  });

    // UPDATE: Update user information

  app.post('/update', async (req, res) => {

    const filter = { email: req.body.email };

    const update = { $set: { name: req.body.newName, password: req.body.newPassword } };

    try {

      await client.connect(); // Reconnect to MongoDB

    const database = client.db('testdb'); // Replace with your database name

    const usersCollection = database.collection('users'); // Replace with your collection name

      const result = await usersCollection.updateOne(filter, update);

      if (result.matchedCount > 0) {

        res.send(`User with email ${req.body.email} updated successfully`);

      } else {

        res.send('No user found with the provided email');

      }

    } catch (err) {

      console.error('Error updating user:', err);

      res.status(500).send('Error updating user');

    }finally {

      await client.close(); // Close the MongoDB connection

    }

  });

  // DELETE: Delete a user

  app.post('/delete', async (req, res) => {

    const filter = { email: req.body.email };

    try {

      await client.connect(); // Reconnect to MongoDB

      const database = client.db('testdb'); // Replace with your database name

      const usersCollection = database.collection('users'); // Replace with your collection name

      const result = await usersCollection.deleteOne(filter);

      if (result.deletedCount > 0) {

        res.send(`User with email ${req.body.email} deleted successfully`);

      } else {

        res.send('No user found with the provided email');

      }

    } catch (err) {

      console.error('Error deleting user:', err);

      res.status(500).send('Error deleting user');

    }finally {

      await client.close(); // Close the MongoDB connection

    }

  });

// Error handling middleware

app.use((err, req, res, next) => {

  console.error(err.stack);

  res.status(500).send('Something went wrong!');

});

// Start the server

app.listen(port, () => {

  console.log(`Server running at http://localhost:${port}`);

});

**Example for MySQL Connectivity:**

Project Structure:

![](data:image/png;base64,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)

***Figure 14.8:*** *Project Structure- MySQL*

**Index.html**

<!DOCTYPE html>

<html lang="en">

<head>

  <meta charset="UTF-8">

  <meta name="viewport" content="width=device-width, initial-scale=1.0">

  <title>CRUD with MySQL and Node.js</title>

  <style>

    table, th, td {

      border: 1px solid black;

      border-collapse: collapse;

      padding: 10px;

    }

    th, td {

      text-align: left;

    }

  </style>

</head>

<body>

  <h1><p style="font-family:cambria"></p><p style="color:blue"> Users List </p></h1>

  <table id="usersTable" bgcolor="Silver">

    <thead>

      <tr>

        <th><p style="color:maroon">Name</p></th>

        <th><p style="color:maroon">Email</p></th>

        <th><p style="color:maroon">Actions</p></th>

      </tr>

    </thead>

    <tbody>

      <!-- Data will be injected here -->

    </tbody>

  </table>

  <h2><p style="font-family:cambria"></p><p style="color:blue">Add User</p></h2>

<form method="POST" action="/add"> <!-- Make sure method="POST" and action="/add" are correct -->

  <label><b><p style="color:maroon">Name:</p></b></label>

  <input type="text" name="name" required><br>

  <label><b><p style="color:maroon">Email:</p></b></label>

  <input type="email" name="email" required> <br><br>

  <button type="submit">Add User</button>

</form>

  <h2><p style="font-family:cambria"></p><p style="color:blue">Edit User</p></h2>

  <form id="editUserForm" style="display:none;">

    <input type="hidden" name="id">

    <label>Name:</label><br>

    <input type="text" name="name" required><br>

    <label>Email:</label><br>

    <input type="email" name="email" required><br>

    <button type="submit">Update User</button>

  </form>

  <script>

    document.addEventListener('DOMContentLoaded', function() {

      loadUsers();

      // Fetch and display users

      function loadUsers() {

        fetch('/users')

          .then(response => response.json())

          .then(data => {

            const tableBody = document.querySelector('#usersTable tbody');

            tableBody.innerHTML = '';

            data.forEach(user => {

              const row = document.createElement('tr');

              row.innerHTML = `

                <td>${user.name}</td>

                <td>${user.email}</td>

                <td>

                  <button onclick="editUser(${user.id}, '${user.name}', '${user.email}')">Edit</button>

                  <form style="display:inline;" action="/delete" method="POST">

                    <input type="hidden" name="id" value="${user.id}">

                    <button type="submit">Delete</button>

                  </form>

                </td>

              `;

              tableBody.appendChild(row);

            });

          });

      }

      // Add user

      document.getElementById('addUserForm').addEventListener('submit', function(e) {

        e.preventDefault();

        const formData = new FormData(this);

        fetch('/add', {

          method: 'POST',

          body: formData

        }).then(() => {

          this.reset();

          loadUsers();

        });

      });

      // Edit user

      window.editUser = function(id, name, email) {

        const editForm = document.getElementById('editUserForm');

        editForm.style.display = 'block';

        editForm.name.value = name;

        editForm.email.value = email;

        editForm.id.value = id;

      };

      // Update user

      document.getElementById('editUserForm').addEventListener('submit', function(e) {

        e.preventDefault();

        const formData = new FormData(this);

        fetch('/edit', {

          method: 'POST',

          body: formData

        }).then(() => {

          this.style.display = 'none';

          loadUsers();

        });

      });

    });

  </script>

</body>

</html>

**Create a file named app.js to handle the backend logic. Here is an example backend that connects to MySQL and performs CRUD operations:   
Paste the following code**

const express = require('express');

const mysql = require('mysql2');

const path = require('path'); // To serve the static HTML file

const app = express();

// Middleware to parse form data

app.use(express.urlencoded({ extended: true }));

// MySQL connection setup

const db = mysql.createConnection({

  host: 'localhost',

  user: 'root',

  password: 'rupali123',    //change as required

  database: 'mydatabase'

});

db.connect((err) => {

  if (err) throw err;

  console.log('MySQL Connected...');

});

// Route to serve index.html

app.get('/', (req, res) => {

  res.sendFile(path.join(\_\_dirname, 'index.html')); // Make sure index.html is in the same folder as app.js

});

// Read: Fetch all users

app.get('/users', (req, res) => {

    const sql = 'SELECT \* FROM users';

    db.query(sql, (err, results) => {

      if (err) throw err;

      res.json(results);

    });

  });

// Route to handle form submission

app.post('/add', (req, res) => {

  console.log('Received form data:', req.body);

  const { name, email } = req.body;

  if (!name || !email) {

    console.log('Name or email is missing');

    return res.status(400).send('Name and email are required');

  }

  const sql = 'INSERT INTO users (name, email) VALUES (?, ?)';

  db.query(sql, [name, email], (err, result) => {

    if (err) throw err;

    console.log('User added successfully, result:', result);

    res.redirect('/');

  });

});

// Update: Edit a user

app.post('/edit', (req, res) => {

    const { id, name, email } = req.body;

    const sql = 'UPDATE users SET name = ?, email = ? WHERE id = ?';

    db.query(sql, [name, email, id], (err) => {

      if (err) throw err;

      res.redirect('/');

    });

  });

  // Delete: Remove a user

  app.post('/delete', (req, res) => {

    const { id } = req.body;

    const sql = 'DELETE FROM users WHERE id = ?';

    db.query(sql, [id], (err) => {

      if (err) throw err;

      res.redirect('/');

    });

  });

// Start the server

app.listen(3000, () => {

  console.log('Server started on port 3000');

});

**Run the Application**

**Start MySQL**:

Ensure MySQL is running on your machine

**MySQL Database and Table Creation:**

Create database mydatabase;

use mydatabase;

Create table users(id int auto\_increment primary key, name varchar(20), email

varchar(25));

Start your Node.js server:  
node app.js

Server running at <http://localhost:3000>

Click the above link and check the result.

**Debugging JavaScript Code**

**Common Debugging Methods**

**Using console.log() (Basic Debugging)**

let num = 5;

console.log("Value of num:", num); // Debugging output

**Using debugger Statement**

function testFunction() {

let x = 10;

debugger; // Execution will pause here in the browser’s DevTools

x += 5;

console.log(x);

}

testFunction();

**Using console.log() in Node.js**

console.log("Server is running on port", process.env.PORT);

**Unit Testing in JavaScript (Jest)**

**Setting Up Jest**

Install **Jest** globally or in a project:

npm install --save-dev jest

Add a test script in **package.json**:

"scripts": {

"test": "jest"

}

**Writing a Simple Unit Test**

**📂 Project Structure**

backend-api/

│── src/

│ ├── math.js

│── tests/

│ ├── math.test.js

│── package.json

**📂 src/math.js (Function to Test)**

function add(a, b) {

return a + b;

}

function multiply(a, b) {

return a \* b;

}

module.exports = { add, multiply };

**📂 tests/math.test.js (Jest Test File)**

const { add, multiply } = require("../src/math");

test("adds 2 + 3 to equal 5", () => {

expect(add(2, 3)).toBe(5);

});

test("multiplies 3 \* 4 to equal 12", () => {

expect(multiply(3, 4)).toBe(12);

});

**Integration Testing with Supertest**

**Setting Up Supertest**

Install **Supertest** and **Jest**:

npm install --save-dev supertest jest

**Testing an Express API**

**📂 server.js (Sample Express API)**

const express = require("express");

const app = express();

app.get("/ping", (req, res) => {

res.json({ message: "pong" });

});

module.exports = app;

**📂 tests/server.test.js**

const request = require("supertest");

const app = require("../server");

test("GET /ping should return pong", async () => {

const response = await request(app).get("/ping");

expect(response.status).toBe(200);

expect(response.body.message).toBe("pong");

});

**Running the Test**

npm test

**End-to-End (E2E) Testing with Cypress**

**Installing Cypress**

npm install --save-dev cypress

**Writing a Cypress Test**

**📂 cypress/integration/sample.spec.js**

describe("Visit Homepage", () => {

it("should load homepage", () => {

cy.visit("http://localhost:3000");

cy.contains("Welcome");

});

});

**Running Cypress**

npx cypress open

**Remove unnecessary console logs**:

console.log("Debug message"); // Remove before deploying

**Use a linter** (ESLint) to fix syntax issues:

npx eslint . --fix

**Minify CSS & JavaScript**:

Use tools like **Terser (JS)** and **CSSNano (CSS)**.

npm install terser -g

terser script.js -o script.min.js

**UI/UX Enhancements**

**Add a Loading Indicator** for API calls:

function showLoader() {

document.getElementById("loader").style.display = "block";

}

function hideLoader() {

document.getElementById("loader").style.display = "none";

}

**Make the App Responsive** (Use CSS Media Queries):

@media (max-width: 600px) {

body { font-size: 14px; }

}

**Enhance Form Validation**:

function validateForm() {

let email = document.getElementById("email").value;

if (!email.includes("@")) {

alert("Invalid email address!");

return false;

}

return true;

}

**Performance Optimization**

**Enable Compression** in Express.js:

npm install compression

const compression = require("compression");

app.use(compression());

**Lazy Load Images in React/Vue**:

<img src="image.jpg" loading="lazy" alt="Image">

**Security Enhancements**

**Use Helmet.js for Security Headers (Express.js)**

npm install helmet

const helmet = require("helmet");

app.use(helmet());

**Sanitize User Input to Prevent XSS**

const sanitizeHtml = require("sanitize-html");

let cleanData = sanitizeHtml(req.body.comment);

**Use HTTPS for Secure Requests**:

Use **SSL/TLS certificates** on production servers.

**Error Handling and Logging**

**Catch Unhandled Errors in Express.js**

app.use((err, req, res, next) => {

console.error(err.stack);

res.status(500).send("Something went wrong!");

});

**Log Requests using Morgan**

npm install morgan

const morgan = require("morgan");

app.use(morgan("dev"));

**Deploying a Frontend Application**

**Deploying on Vercel (React/Vue/Static Sites)**

Install Vercel CLI:

npm install -g vercel

Login to Vercel:

vercel login

Deploy the app:

vercel --prod

Your app is now live at **https://your-project.vercel.app**.

**Deploying on Netlify**

Install Netlify CLI:

npm install -g netlify-cli

Login:

netlify login

Deploy:

netlify deploy --prod

The site will be hosted at **https://your-project.netlify.app**.

**Deploying on Heroku**

Install the **Heroku CLI**:

npm install -g heroku

Login:

heroku login

Create a new Heroku project:

heroku create my-api

Add a **Git Remote**:

git remote add heroku https://git.heroku.com/my-api.git

Deploy:

git push heroku main

Open the API:

heroku open

API is live at **https://my-api.herokuapp.com**.

**Testing Production API**

Use **Postman** or fetch() to test:

fetch("https://backend-api.onrender.com/tasks")

.then(res => res.json())

.then(data => console.log(data));